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Abstract

Some of the world most successful software products are an outcome of open-source software development. Many commercial software’s also partially or fully depend on other open-source software. However, open source software development process is very different than traditional software development process. In open-source software development, the contributors are distributed globally over large distances from each other but they still manage to deliver high-quality software. Traditional research has been done to see what qualities of a software development team help them succeed in a corporate environment. But little research has been done to see which qualities help a team or an individual to succeed in an open-source software development community.

In this research five main principles are tackled to see how open-source software development differ in these principles from its commercial counterpart and traditional beliefs. Five principles that were tackled were Teamwork, Retention of contributors in the project, Ownership of the project, Organizational Hierarchy in an open-source project and common issues faced by open-source projects. For each of these principles, analysis has been done to understand how open-source development differs from traditional beliefs. Based on the learning from this analysis, this research tries to suggest a set of guidelines for an open-source project and a newcomer to an open-source project.
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1 Introduction

In this chapter, the overall motivation for this dissertation is discussed in detail. Motivation is accompanied by the research question and research objective. The chapter concludes with an overview of the discussion, research contribution and the research challenges.

1.1 Motivation

Open Source Software (OSS) is a term used to describe a set of software which are free to use, modify and distribute by its user. The “Open Source initiative” was coined in the year of 1996 (1). From the time the open-source initiative has started the growth and success of the open-source software has been very prominent. Some of the software products that were outcome of the open-source software community are the Linux Kernel (2), Python programming language (3), PostgreSQL relational database (4) and many more. Open Source Software has had a major impact on the technology ecosystem than any commercial software ever has managed to achieve. One example which supports this argument is a survey conducted by Netcraft, regarding the web server software used in the year 2020 (5). The survey showed the number of websites on the internet using the open-source software called Nginx is far greater than a similar commercial solution offered by Microsoft. In fact, in the following year, the market share for Nginx on the web has increased but that of Microsoft has decreased.

Open Source Software (OSS) development is driven by a community of self-motivated and self-interested individuals. It is one of the most important strengths of OSS software. Each user brings in a new perspective and a new personality to solve the same problem. That is why attracting and nurturing newcomers and a new contributor to the open-source software is essential for the survival of the project. Research has shown that most of the failure in the open-source world was due to a shortage of people willing to contribute to the project and the important reason behind the success of a large open-source project is access to a larger talent pool (6).
1.1.1 Barrier for new contributors

Despite incoming flow of new contributors been so vital for the continuous improvement for the OSS community as a whole. New contributor usually feels that contributing to an OSS project is not welcoming or too difficult to start with. A plethora of research and literature is available where an effort has been made to understand what are the different types of barriers a newcomer faces in OSS development and also some remedies are suggested.

In his research (7), Ior has categorized the barriers faced by newcomers into Six different categories and provided a list of useful tips for newcomers as well as for the open-source project suggest how to make the onboarding process much easier in OSS. Similar research (8) by Sholler suggests 10 simple rule that a newcomer can follow to become a successful contributor.

Even though having literature available on how to become a good contributor and how to make the OSS project more approachable to a new user. Research like (9) and (10) has shown that there is a lack of new talent in the open-source world. And this is still an active issue in the OSS community. This following article (11) published in “InfoWorld” on 19th of August 2020 also describe the same issue. The article describes that there is a shortage of people who can contribute to the OSS projects.

In this dissertation, the author has tried to analyze how traditional software engineering principles and methodology apply to open-source software projects. And are there any set of guidelines that an open-source project and a newcomer to an open-source project can follow to maximize the overall efficiency of the project.

1.2 Research Question

Based on the research presented in the Motivation Section 1.1. This dissertation tries to answer the following research questions.

RQ1: Do traditional software development methodology and principles work for Open Source Software Development?

RQ2: What are some guidelines that a project and a newcomer can follow in the Open Source world?

1.3 Research Objective

To satisfy the above stated Research Question 1.2, this dissertation tries to satisfy the following research objectives.
To understand the software development methodology for Open Source Software work with respect to newcomers and top contributors.

Recommend a list of guidelines for open-source projects and newcomers to open-source projects.

1.4 Dissertation Overview

This dissertation is divided into five major chapters namely Teamwork (2), Retention of Contributors (3), Organizational Hierarchy (4), Ownership (5) and OSS Issues Analysis (6). In the first four chapters analysis has been done to see how some traditional software development methodology and techniques apply for open source software development model. And the chapter OSS Issues Analysis (6) provides insists on what are the most common types of issues that someone faces when dealing with open-source software.

Teamwork chapter (2), starts with discussing the state of the art research which says that teamwork is the key to the success of any software project. Then it presents an initial analysis done over a set of open-source projects. The result from the initial analysis lets the author to believe that Open Source Projects are not operated by a huge team of software developers. It is operated by a small group of individuals.

Retention of Contributors chapter (3), tackles the traditional convention about retention where it is originally believed that retention of contributors over a longer during in a project leads to a successful software. An analysis is presented to validate how this convention holds for open-source projects. The result of the analysis shows that the top contributors in open source project change over time and that the top contributor don’t stick to one project. There interest changes over time.

In chapter (4), Organizational Hierarchy, literature is discussed which states that there is no organisational structure in open-source project development. But the initial analysis of data from multiple open source projects has suggested that there are two types of contributor in open-source projects. Firs one being the code contributors and the second one been the admins. Code contributors are the one who do the majority of work for the project like adding new features, fixing bugs etc. They are the one who write most of the code. Admins are the contributor who mainly concentrates on helping the community by replying to questions, closing pull requests submitting issues and much more.

Chapter (5), Ownership, discuss the state of the art which shows that in the open-source project there is no allocation of responsibilities. Everyone contributes to modules that they feel like contributing. But the initial analysis has shown that in open-source projects contributors tend to focus on a particular module and not on the entire project as a whole. This has led the author to believe that the top contributors in open-source projects focus on
a particular module of their interest than the overall project.

In the chapter (6), OSS Issues Analysis, analysis of the most common issues in open source projects is done. The primary analysis of issues from multiple open source projects has shown that the most common issue faced in an open-source project is that of setting up a proper workstation for development. The chapter discusses the analysis process and the result is much more detail.

In the last chapter (8), Result, a set of guidelines are suggested for open source projects and newcomer to the open-source project. These guidelines are based on the analysis presented in the earlier chapter.

The dissertation concludes with a Conclusion, Chapter (9) and a discussion about future work concerning this dissertation.

1.5 Claimed Contribution

This dissertation tries to contribute a set of guidelines that an open-source project and a newcomer to an open-source project can follow. These guidelines were suggested based on analysis done of data from multiple open source projects.

Guidelines suggested for any open-source project are as follows.

- Focus more on attracting new talent then retaining old talent.
- Add documentation to the project especially targeted towards helping newcomers to get started.
- Make the process easier for newcomers to suggest/submit big and drastic changes. So as to attract new idea and keep the project innovating.
- Make it easy for newcomers to set up workstation by providing proper documents or by automating the process.

This dissertation suggests that there are two types of contributors to any open-source projects. First, one being the code contributors of the project who contributor the most of the source code to the project. And the second type of contributors is the one who does most of the admin tasks in the projects like closing a pull request, replying to issues etc. And the following are the guidelines suggested by this dissertation based on the type of contributor.

Guideline suggested for contributors who are more focus on maintaining the code base are as follows.

- Choose a project to contribute that motivates you and that help you learn new things.
• Don’t to a project for too long.
• Focus on a single module of the project that you find interesting and worth learning.

Guideline suggested for contributors who are more interested in becoming an admin for a particular open-source project are as follows.

• Start with contributing to the code base of the project and then focus on helping the community.
• Focus more on code review, solving issues and admin task like managing pull requests.
• Focus more on introducing new talent to the project.

More detail about the guidelines and the data supporting those guidelines can be found in Result, Chapter 8.

1.6 Research Challenges

The nature of the problem brings some challenges that are needed to be solved before presenting the research. Some of those challenges are discussed in detail in the following section.

1.6.1 Research Scope

This dissertation tries to compare how traditional software development methodologies and practices related to the open-source software development process. There is a plethora of literature available on software development methodologies and practices. But given the scope of this dissertation and the time constraint evaluating all the principles is not a viable option. So the author of this dissertation has done a thorough literature review for articles, research papers, books and journals and has shortlisted four areas of software development methodology. These areas of the software development process are teamwork, retention of developers in a project, organizational hierarchy in open-source world and ownership of the project. These areas were chosen because the author of this dissertation felt that there are the most impactful and the most discussed in the existing literature. There might be a more important factor in the software development methodology that the author might have missed.

This dissertation tries to suggest a set guideline for a newcomer which would help him become a top contributor in an open-source project. But there is a lot of ambiguity of who is considered as a top contributor. The most common definition of a top contributor is one who has written the most number of lines of code. Another definition of a top contributor can be a person who started the project and has helped the project grow in the right
direction. Code is not the only factor that comes into the picture when we talk about the success of a project. Other forms of contribution that can be considered is someone who has actively helped other developers in the open-source community by maintaining the project documentation, helping in admin tasks like closing pull requests, helping other solve issues related to a project and things like that. Thus there can be multiple definitions of what a top contributor is for a particular project. Therefore for this dissertation, the definition of a top contributor is assumed to a person who has contributed to the growth of the project by contributing code to the project and helped in the administrative task by creating and closing issues and pull request for the project code repository.

1.6.2 Mining GitHub Data

Data required for this dissertation was mined using the GitHub API. There are two challenges when using the GitHub API as a data source. GitHub is a privately owned software product which contains millions of open source projects. To access the data for the repositories, GitHub provides access via REST API. But there is a fixed limitation on the size of data that can be mined from GitHub (12). To solve this the author designed a system which would do an incremental data mining on the public repository on GitHub and store the data in a relational database system. Using this approach the author was able to perform analysis for a larger set of data that would have not been possible using GitHub API alone.

Research by Kalliamvakou (13) has also shown that there is a chance that there would be a difference between the actual data and the data that is mined from GitHub. His research has shown that 40% of pull requests that were shown merged in the mined data whereas they were not merged on GitHub. Another important point that the research highlights is that data mined from GitHub also captures non-user related activities. These are the activities which are done by other software or site or scripts called as GitHub bots. But GitHub been the only source where most of the open source projects code base are hosted the author has decided to use GitHub as the data source and considered the above factors when evaluating the result.
2 Teamwork

Teamwork is considered to be one of the most influential factors in deciding the success of a software project. This chapter first presents a state of the art literature review discussing how teamwork is considered to affect a software project. Then chapter concludes with analysis and result showing how the principle that everyone in the team should contribute equally towards the project do not apply to open-source projects.

2.1 Literature Review

It is a very common understanding for any project software or otherwise, that teamwork is the most important factor that decides whether a project would survive and be completed in the given time constrain and budget. There is a plethora of articles and research paper available which examines how the teamwork and team coordination plays a role in success of software projects. Someone of this literature is presented in this section.

Success of a project can be defined in multiple ways. Completion of the project cannot be the only metric that must be taken into consideration when measuring the success of any software project. One of the most important factors that are commonly taken into consideration when estimating a project success is the project budget and the timeline under which the project was delivered. Work by Ralph Katz and Thomas J. Allen (14) has shown the relation between the projects performance and communication between the team. In their work the authors have suggested that the performance of the project increases over time and reaches its high in about 1.5 years for any project and then the project performance decreases over time. Authors have done study over multiple larger projects and has concluded that there is a positive correlation between the communication activity between the team and the performance of the project. Their study shows that communication in the team plays an important factor irrespective of the type of project and the age of the team members in the project.

In a similar perspective, work by Xiang and Wang (15) has investigated the reason for failure in multiple information system projects. In there study the authors invested three prominent information software development firms. The subject of there investigation was to identify
what factor contributes the most on a team performance which eventually leads to a project failure. The author suggests that four main factors that influence a team performance are quality of communication between the team, the ability to efficiently share knowledge between the team members, management support and clarity of the goal that the team is trying to achieve. Their research suggests that out of the four above stated factors, communication and knowledge sharing were the most defining factor which played a major role in dedicating the faith of the project. The authors in their work have also provided suggestions for building a better and outperforming team. This work also emphasizes that having a good team with constant communication is a key factor which influences the success of any software project.

The open-source software development process is a very different process than traditional software development process. In an open-source project, the contributors are distributed across the globe and each contributor to the project almost works autonomously. In such a scenario, efficient coordination between each contributor is a must. In the study by Pinto and J. K. Prescott (16) shed some light on how coordination between team member influence the project outcome. The authors suggest that the important factors that influence a successful team and thus a successful project is the accessibility of team member and formalized rule and procedures for sharing information between the team. In there, studies author has even presented direction for management as to how to build an effective team.

With similar perspective research by Sandra and Robert in their research (17) has stated that proper coordination among the team in a software project can lead to shorter project duration, better product quality and effective utilization of project budget. Their study identifies three main types of co-ordinations necessary for an efficient team performance namely process coordination, technical coordination and temporal coordination. In there study the author has also presented cases studies where lack of coordination has resulted in project failure.

Previous research has even tried to quantify the quality of teamwork in a project. Work by Martin Hoegl and Hans Georg Gemuenden (18) has presented a structural equation model called Teamwork Quality (TWQ) which can be used to measure the quality of teamwork in the project. The Teamwork Quality model uses six different facets of the team to access the quality of teamwork. Two of the important factors taken into consideration are the balance of member contributions and mutual support. The author suggests that the balance of members contributors make the team survive longer and helps in efficient project delivery. Another study by Hoegl and Gemuenden (19) has improved upon the proposed Teamwork Quality model and incorporated factors such as shared values and equal distribution of efforts into the model.
Thus various articles and research suggest that teamwork is a key factor for a project to be successful. Most importantly the equal distribution of labour and team coordination is considered to be the most influencing factor contributing to the success of the project. As discussed in the Motivation section of the Introduction chapter (1.1), the success of the open-source project is something that even commercial software find it difficult to achieve. So in the next section effort has been made to validate how the above-stated principles applies to various open-source projects.

2.2 Analysis

To analyse the teamwork principle for open-source projects, data from the following 5 open-source projects namely Systemd, Django, ReactJs, Deno and Spring Boot was gathered and analysed. And a primary analysis was done on the top 10 Python project from GitHub. More information about why these projects were selected and how data was gathered can be found in the Implementation chapter (7).

2.2.1 Distribution of Efforts

The first analysis that was done was to verify how the effort is distributed in an open-source project. To analysis, the effort of a particular individual in a project below the Effort Estimation algorithm was used, Algorithm (1).

To calculate the coding effort of each individual in the code base the following technique was used. For each commit done to the project, the difference in the code before and after the commit was calculated. Then based on the difference introduced by the commit, the commit was categorised as addition, maintenance, deletion or comments. Addition commits are commits where a new feature or new code was added to the code. In maintenance type commits, the old code was either replaced or modified. In deletion, type commit old code was removed completely and in comments type commit efforts were made to add comments or documentation to the existing code.

Based on the type of commit and efforts score was calculated and assigned to each individual contributor for a particular git repository. Then a percentage was calculated based on the total efforts that was done in a particular project over a fixed time. This allowed the author to rank the contributors based on the efforts that have put in the project.

2.3 Result

Based on the analysis done as explained in the previous section. The following result was observed (2.1).
Algorithm 1 Effort Estimation

Require: repo ← git repository

for contributor ∈ repo.contributors do
    effort_score ← 0
    for commit ∈ contributor.commits do
        diff ← get_diff_of_commit(commit)
        diff_type ← UNKNOWN
        if diff contains new code then
            diff_type ← ADDITION
        else if diff refactors or replaces old code then
            diff_type ← MAINTENANCE
        else if diff only adds comments then
            diff_type ← COMMENTS
        else if diff removes old code then
            diff_type ← DELETION
        end if
        if diff_type is ADDITION then
            effort_score ← effort_score + 1
        else if diff_type ∈ MAINTENANCE, COMMENTS, DELETION then
            effort_score ← effort_score + 2
        end if
    end for
    add_effort_score_to_contributor(contributor, effort_score)
end for
Figure 2.1: Efforts Distribution for project for the year 2019
Figure (2.1) shows the percentage of efforts done by the top 15 contributors in various projects over the year 2019. To plot the graph, each commit was assigned and effort score based on whether the type of commit was the addition of new feature or effort made in making the existing code much faster or effort made in adding comments to the code base. Then a cumulative sum of effort score was given each contributor based on the sum of effort score for each commit done by the respective contributor. This allowed the author to rank the developers based on the efforts that have put in the code base of the project. To make the result more presentable only top 15 contributors per projects were taken and a relative percentage was plotted based on the effort for each individual contributor and the total effort score for the top 15 contributors.

The literature review that was discussed in the previous section suggests that teamwork is the key to the success of a software project. And the distribution of efforts must be done equally to ensure the project success and survivability for a longer period of time. But the initial analysis of open source projects shows a completely different picture. As seen in Figure (2.1) it seems that not all contributors contribute equally to the project. From the initial data analysis, it shows that there are quite a few, almost top 5 to 10 contributors in an open-source project who are doing the majority of work.

To verify if this phenomenon is usually present in all open-source projects and not just happen to present in the few selected projects a very simple analysis was done. The top projects written Python (3) programing language were selected from the GitHub trending projects page. For each project effort score was calculated for each contributor. The total effort score was assigned to each contributor based on there commits in the projects. Then the developers who had effort score greater than or equal to top 30 percentile were filter and a count was taken for each project. The result of this analysis can be seen in the Effort distribution table (2.1). This primary analysis on a larger set of projects also strengthens the belief that in open source projects the majority of the work is done by a few contributors.

The detailed analysis of the 5 open-source projects and an initial analysis for top 10 Python open-source projects seems to validate the hypothesis that the majority of work is done by a small group of individual in the project. Literature that was reviewed in the earlier section suggests that team coordination and equal distribution of effort is key to the success and survival of a software project. But the initial analysis of data from open source projects suggests that the same principle might not apply to open-source projects. The analysis that was done to prove this is very basic and would require to be verified no a larger set of data. But the initial result gives a strong indication that the same phenomena would exist on most of the open-source projects. Thus the learning from this analysis can be summarised as follows, “Open Source Projects are not operated by a huge team of software developers. It is operated by a small group of individuals".
<table>
<thead>
<tr>
<th>Project</th>
<th>No. of Contributor above 70%</th>
<th>Total No. of contributors</th>
</tr>
</thead>
<tbody>
<tr>
<td>Flask</td>
<td>21</td>
<td>614</td>
</tr>
<tr>
<td>Photon</td>
<td>4</td>
<td>19</td>
</tr>
<tr>
<td>aiohttp</td>
<td>11</td>
<td>494</td>
</tr>
<tr>
<td>xonsh</td>
<td>10</td>
<td>215</td>
</tr>
<tr>
<td>ansible</td>
<td>102</td>
<td>5,000+</td>
</tr>
<tr>
<td>httpie</td>
<td>11</td>
<td>101</td>
</tr>
<tr>
<td>keras</td>
<td>33</td>
<td>864</td>
</tr>
<tr>
<td>requests</td>
<td>21</td>
<td>591</td>
</tr>
<tr>
<td>scrapy</td>
<td>21</td>
<td>383</td>
</tr>
<tr>
<td>sentry</td>
<td>15</td>
<td>473</td>
</tr>
</tbody>
</table>

Open Source Projects are not operated by a huge team of software developers. It is operated by a small group of individuals.
3 Retention of Contributors

Employees of an organization are one of the most valuable assets for a company. It is commonly assumed that the retention of an employee is crucial for the success and future of any software project and the same applies to open-source software projects. This chapter starts with a discussion on the literature which focuses on this principle and then analysis on open-source projects is done to validate how much retention is observed in open-source projects.

3.1 Literature Review

A lot of research has been done in understanding the motivation and techniques behind retaining the old contributors to a project for a longer duration. It is traditionally believed that as a contributor gains more experience in the project he becomes more productive on working with the project. One such research work is done by Minghui Zhou and Audris Mockus (20) where they have studied how the productivity of a software developer increases as time passes by. Authors suggest that for a smaller project it takes up to three months and for bigger projects it takes almost 12 months for a developer to attend the highest productivity level. In there, research authors have even presented a way to model the learning curve for a newcomer in the product. Their research suggests that senior members of a software developer team are the most valuable team member in the project and efforts must be made to retain them in the project for as long as possible.

Building upon the belief that older more senior contributor who has spent a lot of time working in the project and thus have a great knowledge of the project. A lot of research has been done in finding ways to motivate developers to stay longer in the project. Also, a lot of research has been made for identifying the type of newcomer in the project who has the highest potential of becoming a long time contributor. On such research is work done by Schilling and Laumer (21). Schilling evaluated newcomers in the KDE (22) project at Google Summer of Code (GSoC) (23). The aim of the research was to find a set of newcomers who has the highest potential of becoming a top contributor to the project. Analysis from the research shows that Person-Job Fit and Person-Role Fit are the best way
to model the retention quality in an open-source project. Research also showed that newcomer who spent a lot of time on the project and newcomer who don’t feel that their abilities are underused have a high retention rate.

A similar study was done by Zhou and Mockus (24) where they tried to identify the newcomers in the project who would stay in the project for a longer duration. Their research showed that when newcomers were evaluated based on their retention potential, there was a high correlation between the project environment and the individual attitude. If the project environment and the nature of an individual are somewhat similar then there is a high chance that the newcomer would become a long time contributor to the project. Authors have even provided suggestion on how to identify and mentor newcomers so as to make them stay longer in the project. Their suggestions were based on nine factors observed by the authors when studying data from various software projects.

While the research above suggests that newcomer show a trade of long term contributor from the beginning of the project. Other research suggest that becoming a long term contributor is slow and gradual process. One such literature is the Legitimate Peripheral Participation (LPP) theory (25). The legitimate peripheral participation theory suggests that every newcomer to a project has an equal potential to become a top contributor to the project. The factors that define which newcomer will become are top contributor is mostly related to the duration spent by the newcomer in the project. Factors like the social interaction a newcomer has with his team member and the welcoming nature of the project play an important role in helping a newcomer transition into an experience long term developer. Work by Fang and Neufeld (26) has proved that Legitimate Peripheral Participation theory exists in open source projects. Work by Fang and Neufeld also suggests that apart from traditional factors motivation also plays an important role in open-source projects deciding which newcomer would stay longer in the project.

Similar kind of research was done by Qureshi and Fang (27) which shows the effect of socialization on the progress of newcomer to the path of becoming a top contributor. In this research, authors have suggested that the socialization of newcomer with existing top contributor plays a major role in deciding which newcomer would become a top contributor in the project. Authors have suggested there is a correlation between the socialization of newcomers and level the dedication they show in the project.

As seen from there literature reviewed above, there are two types of methodologies of research when it comes to long term retention of newcomers. The first methodology is where it is believed that a newcomer needs to have certain qualities to become a top contributor to the project. And the second methodology says that newcomers gradually gain experience and become more senior and valuable contributors to the team. But both of the methodologies agree that top contributors in a project are valuable assets to the project and
efforts must be made to retain them for a longer period of time. The next section of this chapter discusses how the above-discussed literature applies to open-source projects and their contributors.

3.2 Analysis

To analyse the retention rate in open-source projects data from Systemd, Django, ReactJs, Deno and Spring Boot was gathered and analysed. And a primary analysis was done on the top 10 Python project from GitHub. More information about why these projects were selected and how data was gathered can be found in the Implementation chapter (7).

3.2.1 Retention Rate for OSS projects

In a traditional workspace, the retention rate of the employees is calculated using the following formulae.

\[
\text{Retention rate} = \frac{\text{Employees staying entire Period}}{\text{Employees at Period start}} \times 100
\]

Where the retention rate of an organization is the ratio between the number of original employees currently in the organization verse the number of employees at the start of the counting period. The same formulae can be used when counting the retention rate of contributors in an open-source projects. Below formulae was used to calculate the retention rate of contributors in open-source projects.

\[
\text{OSS Retention rate} = \frac{\text{Contributor staying after end of year}}{\text{Contributor count at start of year}} \times 100
\]

To calculate the retention rate of the contributor over a year following steps were followed. For a repository only commits belonging to year 2019 were considered. All the filtered commits were grouped based on every week in the year in which the commit is made. And for each commit in the group the author was considered contributing for that week of the year if there exists a commit for the author in the given month. Then this aggregated data was used to calculate the retention rate of the contributor over a period of one year for the product.

3.2.2 Top contributors trail

The same analysis was done for top contributors in the project. Where top contributors were defined as the one above 30 percentile in the project when ranked by efforts (2.2.1). To study how top contributors tend to change there focus over time more analysis was done on
Table 3.1: OSS Project Retention rate year 2019

<table>
<thead>
<tr>
<th>Project</th>
<th>Retention Rate</th>
<th>Top Contributor Retention Rate</th>
</tr>
</thead>
<tbody>
<tr>
<td>Django</td>
<td>18%</td>
<td>58%</td>
</tr>
<tr>
<td>Spring Boot</td>
<td>34%</td>
<td>40%</td>
</tr>
<tr>
<td>React</td>
<td>16%</td>
<td>50%</td>
</tr>
<tr>
<td>Deno</td>
<td>72%</td>
<td>63%</td>
</tr>
<tr>
<td>Systemd</td>
<td>29%</td>
<td>72%</td>
</tr>
<tr>
<td>Flask</td>
<td>38%</td>
<td>58%</td>
</tr>
<tr>
<td>Photon</td>
<td>82%</td>
<td>85%</td>
</tr>
<tr>
<td>aiohttp</td>
<td>24%</td>
<td>86%</td>
</tr>
<tr>
<td>xonsh</td>
<td>37%</td>
<td>53%</td>
</tr>
<tr>
<td>ansible</td>
<td>20%</td>
<td>35%</td>
</tr>
<tr>
<td>httpie</td>
<td>47%</td>
<td>83%</td>
</tr>
<tr>
<td>keras</td>
<td>33%</td>
<td>66%</td>
</tr>
<tr>
<td>requests</td>
<td>20%</td>
<td>36%</td>
</tr>
<tr>
<td>scrapy</td>
<td>17%</td>
<td>38%</td>
</tr>
<tr>
<td>sentry</td>
<td>32%</td>
<td>43%</td>
</tr>
</tbody>
</table>

individual contributors of particular projects. For each top contributor, all the commit data was capture which spanned multiple projects and distributed over several years. For each commit, by the contributor, the commit was categorised as either addition of new feature or refactoring the code or maintenance commits like adding comments. Based on this data, analysis was made that the contribution pattern of top contributor change over time.

3.3 Result

Based on the analysis shown in the previous section following result was observed (3.1). As seen from the result in table (3.1) open-source software seem to have very less retention rate of developers. From the analysis, it seems that for the project analysed the average retention rate is 34.6%. There are some expectations, the project "Photon" has a very high retention rate but the project is also in its very early stage and there are only 19 contributors in total. For such a small project data available is also small hence doing a deeper analysis is not possible. This result indicates that contributors don’t stick with the project for a longer period of time.

It seems that even top contributor of the project who has invested a quite of a lot of time in the project don’t stick with the project for a longer duration of time. To validate this hypothesis, commit history for 4 top contributors in the “Django” project were studied and a graph was plotted showing the number of commits done over a particular time. The result is shown in Figure (3.1).
Figure 3.1, shows the number of commits done by top 4 contributors in Django project. For anonymity, each user was given a random ID. As seen in the image, users with id 2737 and 1658 were top contributors at the start of the year 2018. And in the same time frame users with ID 3899 and 3984 were not part of the development team for the project. But as time passed by we can see a transition in the contribution pattern of these developers. Top contributors (2737 and 1658) started showing a decline in there contribution and users who were not part of the team (3899 and 3984) gradually progressed towards becoming top contributors in the project. This shows that top contributors to an open-source project usually do not tend to stick a project for a longer duration of time. Top contributors change over time.

Next analysis that was done was to see how the activity of an individual contributor changes overtime. To do that a Top contributor “A” (pseudo name) from Django project was chosen and his trajectory was mapped over a period of time. And Figure (3.2) shows his commit history in different projects for a fixed duration of time. And Figure (3.2) shows the different types of commit’s done by a contributor “A” from the year 2006 to 2015. The topmost graph shows the commit’s done by a contributor “A” in Django, which is a Python-based project and the bottom graph shows the commit’s done by contributor “A” in glassfish, which is a Java-based project. As seen from Figure (3.2), that top contributors do not stop contributing altogether but as time passes but they tend to migrate from project to project. A similar pattern was found for different top contributors in
different open-source projects.

Literature review seen in section (3.1) suggests that retention of developers in a software project is a must for the success and progress of the software project. Research has been done even identify which newcomers have the potential to become a long term contributor to the project. Other research has given guidelines to the open-source project as to how to make the project environment more suitable for helping newcomer transition into a long term contributor. But the initial analysis of data from the open-source project has led the author of this dissertation to believe that in open-source projects top contributor or top developers don’t tend to stick longer to a single project. The interest of top contributor fades away as time passes by. Initial data analysis has even shown that top contributors switch from project to project becoming a top contributor in a different project. To understand why this pattern is seen in the open-source project more analysis is needed to be done. Thus the learning from the analysis performed in this chapter is as follows

- Top contributors in open source project change over time.
- Top contributor don’t stick to one project, their interest change over time.
4 Organizational Hierarchy

Open-source software development is a process where contributors across the globe contribute to a single project in a distributed fashion. Because for this distributed nature of software development there has been a debate as to whether there is a formal structure to the open-source community. Or does the open-source community is more like a chaotic place where people join the project contribute there part and then leave? In this chapter literature review regarding the same is presented and then the analysis is presented which validated if there is any pattern between the type of contributors for an open-source project.

4.1 Literature Review

Open-source project are constructed in a distributed manner. Where multiple contributors working on the same module of the project might even not be aware of the physical location of other contributors. One of the most famous examples is the anonymous creator of Bitcoin (28), Satoshi Nakamoto. Satoshi Nakamoto started the initiative of creating and submitting code for an open-source cryptocurrency project, Bitcoin. But till date the original identity of Satoshi Nakamoto is unknown (29). Such distributed and anonymous nature of the open-source project has led the researcher to believe that open-source project has no organizational hierarchy as seen in corporate software development teams.

One such research is presented by Raymond in his famous book "The Cathedral and the Bazaar" (30). In his research, the author has presented his finding from studying the Linux (2) and Fetchmail (31) open-source projects. The author suggests that any open-source project generally follow two models the cathedral model or the bazaar model. In the cathedral model, the source code of the final product is available to everyone but only a few exclusive groups of individuals actually contributor to the code base. The second model that the author suggests open-source project follow is a bazaar model. In the bazaar model, the source code of the project is available for anyone to view as well as modify. In this model people usually join the project to provide their contributions and then after submitting there code they leave the project.

Another research that was done by Josh and Parag (32) was to understand what
organizational structure is followed in open-source projects. Authors in the work have suggests that open-source project are not completely open in nature. Many corporate organizations usually benefit from contributing to the open-source project and thus make an effort by allowing their employee to contribute to the open-source project. The authors suggest that in most of the open-source project there are two types of contributors one are the hobbyist contributors who are self-motivated individuals contributing to the project. And the second type of contributors are the corporate contributions who contribute twice as much as the hobbyist contributors.

Jae Moon (33) in his work also has tried to understand what organizational structure does an open-source project follow and what are the essential things required for an open-source project to be successful. The author suggests that for every open-source project there are two models of leadership. One type of leadership model is where there is one single leader in the project who is responsible for driving the entire project. Linux (2) is an example of this kind of project where the entire project is governed by Linus Torvald. And the other type of leadership model that the author suggests is one where there are multiple contributors who are responsible for each individual module in the project.

Red Hat (34) is one of the most important corporate organization in the open-source community. In the following article published by Red Hat (35) efforts have been made to understand the governance model of open-source software projects. Red Hat suggests that there are following governance model in any open-source projects Do-ocracy, Founder-leader, Self-appointing council or board, Electoral, Corporate-backed and Foundation-backed. Authors suggest that in Do-ocracy model contributor who is working on the individual model is responsible for the decisions related to that module. In Founder-leader model the group of individuals who started the projects are responsible for taking all the decision. Self-appointing council model is where a group of contributors are elected to be in charge of all the decisions related to the project. In Electoral model, a formal election is conducted to select a set of individuals who are responsible for taking all the decision in the project. Corporate-backed and Foundation-backed model is where the open-source project is controlled by a corporation or a foundation group. In this article, the author suggests that open-source source are controlled and maintained by a particular form of the governance model.

As seen from the literature review that research interest has always been to identify an organizational structure in the open-source project. Some research suggests that there is no organizational structure in open-source projects. It is more like a bazaar model where people join the project submit there work and then leave. Another literature have tried to categorized contributors based on motivation and experience level. Research by Red Hat has tried to formally model the governance structure of the open-source project. To verify the above ideologies, analysis was performed to identify different type of activities performed by
contributors in the open-source project. And an effort was made to categorize the contributors based on the type of activity they perform so as to understand the organizational model for open-source projects.

4.2 Analysis

To analysis, if there is an organizational structure in the open-source projects following technique was utilized. For each contributor all different activities performed were capture. Activities capture included commits make, type of code that was contributed, the number of issues closed and open and the number of pull requests closed and open. After doing an initial analysis of data a pattern was observed where two categories of contributors were identified. The first type of contributors had a huge code related activities like adding new commits, refactoring the existing code, deleting old code etc. And another type of contributors were contributor with a high number of admin tasks like creating and closing an issue in the project, closing a pull request etc. Section below explains more about the analysis that was done based on the type of contributors. More detail on what data was collected and what process was used to collect the data can be found in the Implementation Chapter (7).

4.2.1 Code Contribution

To analyse activities related to the code base of the project, commit data for every contributor was collected for every repository. For each commit done by the contributor a difference between the original code and newly committed was calculated. Based on the difference calculated by the commit, commits were filtered based on if the commit was actual code related commit like adding or modifying new code or whether the commit was created due to admin related task like merging a pull request. For commit, there was code related commits further analysis was done to categories commits based on the type of changes that was been done to the commit. Every code related commits were categorised into four types of categories commit that add new code to the code base, commits that modify existing code base, commits that deleted code and commits that add comments or documentation to the code base.

Commits which add, replace or delete code to the code base were considered into one category and commits that add comments and commits that were generated due to admin related task like merging pull requests were considered into another type of category. Then for each developer, a count was generated for each month for the two types of commit categories. The result of this was plotted as a line chart show in Figure (4.1a) and (4.2a).
4.2.2 Admin Contribution

To calculate admin related contribution done by a developer three things were taken into consideration. Firstly all the commit which were efforts was made for adding comments and documentation to the code base. Commits like these indicate that the contributor is making an effort to make the overall project accessible and maintainable. The second thing that was taken into consideration was the number of issues that the author has created and closed. Creating an issue indicates that the contributor is involved in introducing new feature and fixing bugs for the to the project. Third, thing that was taken into consideration is the number of pull requests closed by the contributors. Closing a pull request in an open-source project taken efforts of the contributor as the contributor who is closing the pull request must make review the newly submitted code and make sure that it does not break existing code base. All of these three factors were considered to analysis how much effort was given by a contributor for doing the admin related task in the project. For all the contributor in a repository, a count was calculated for each of the three factors bucketed by every month. The result of this analysis is shown in Figure (4.1b) and (4.2b).

4.3 Result

The result of the analysis is show in Figure (4.1) and (4.2). Figure (4.1) and (4.2) shows the activities performed by two developers A and B in the Django project for 6 months respectively, starting from 1st January 2019 to 30th June 2019.

As seen from activities performed by developer A in Figure (4.1). Developer A seemed to be investing more efforts in admin related tasks of the project. The number of commits related to adding documentation and comments to the project is relatively very high. Also, the count for non-code related tasks such as creating and closing issues and closing pull request is high. And at the same time, the number of code commits for the developer A is relatively very less than the number of commits done developer B. Which suggests that developer A invests most of his time and efforts in doing the non-coding related tasks than actually contributing to the code base of the project.

Opposite behaviour is visible when comparing the activities of developer B with developer A. Developer B has a relatively high number of code commits than developer A. And developer B seem to not be contributing to admin related task of the project. As seen in Figure (4.2), developer B has an almost constant number of commits where an effort is made to either add or modify the code base of the project. But at the same time developer B has shown very less interest in admin related task like creating and closing issue and pull request. This led us to believe that B is more focus on adding code to the code base then doing admin related task.
Figure 4.1: Contribution by Developer A in Django Project
Figure 4.2: Contribution by Developer B in Django Project
A similar pattern was observed for multiple contributors in the same repository and other repositories like ReactJs, Spring Boot, Deno and Systemd. This initial analysis has led the author of this dissertation to believe that there are two types of contributors in any given open-source project based on what type of contributor the tend to do. First being the contributors who are more focused on adding new code and modifying the codebase of the project. And the second type of contributors are the admins, who spend most of there efforts in doing the admin related task of the project like creating and closing issues and pull request. And also adding comments in the code and document to the project. More analysis is needed to be done to verify if the same pattern is visible in the majority of open-source projects. Thus the learning from this analysis is as follows.

- **Analysis show that there are two types of contributor in Open Source Projects. First one being Contributors and second one been the Admins.**
- **Contributors are the one who do the major work for the project. Like adding new features, fixing bugs etc. They are the one who write the majority of code.**
- **Admins are the contributor who mainly concentrates on helping the community by replying to questions, closing pull requests.**
5 Ownership

One of the most distinguishing features of the open-source software methodology is its openness and collaborative nature. Due to this collaborative nature, it is usually assumed that there would be no common pattern between users contributing to the project. In this chapter, a literature review is presented which discusses the same question in-depth. Then the chapter concluded with the analysis done on the open-source projects to identify any pattern between the contributions done by the contributors.

5.1 Literature Review

In the famous work by Raymond, "The Cathedral and the Bazaar" (30). The author suggests that the open-source projects operate in two ways the cathedral model and the bazaar model. The author suggests that in the cathedral model a exclusive group of individuals have the absolute ownership over the project and they decide which contributor contributes to which module of the project. And the work suggests that most of the open-source project follow the Bazaar model, where there is no restriction on work done by contributors. The author suggests that there is is not structure involved in the contributions done by the contributors. Any contributor new or old can join the project and contribute to any desired part of the project.

In a similar study by Padhye and Mani (36), the authors have studied the types of pull requests that are accepted in the various open-source software projects. Their study suggests that there is a high chance of a pull request getting merged in the project if the pull request is related to a bug fix then if the project is related to adding a new feature. Authors in their study also suggest that most of the contribution that is done in the open-source projects are from an external source. More code is added to the codebase by contributors who are new to a project than the contributor in the core team of the project. Their research also suggests that for a project written in a mainstream language such as Python (3) and Javascript (37) have a high rate pull request merge rate than a project written in a not so common language like Scala (38).

Open source software development is a distributed efforts of geographically seperated
contributors. This can have effect of the way the contributors contribute to the project. In his works Giorgio (39), suggest that one of the drawback of open-source software development when compared with commercial software development is its distributed nature. The author suggests that having a distributed team means having trouble in coordination between the developers. The author suggests that due to lack of a common leader or an organization governing the overall project, many projects do not reach their completion phase. The study suggests that there seems to be no common pattern that can be identified in the way the contributors contribute to an open-source project.

A similar study was done by Xiaohui and Everett (40). In their study, the authors have tried to model swarm model to open-source project contribution. Swarm model is study of how collective behaviour occurs in a group of social animals and insects. Authors in their study have suggested that the swarm model is not limited to solving optimization problems in computational field but can be used to model open-source contributions. In their work, authors have tried to model the open-source contributor using the swarm model. Result of their analysis has shown that in open-source project most contributors contribute to various models of the project based on their need and motivation. Authors suggest that open-source software development is a gradually growing process, contributors join the project contributor to modules of their liking and leave there is no form of governance over the process. And this way the software gradually gets built in its final form.

The literature reviewed above shows that the open-source development process is a more chaotic process than an organized effort. Most of the research suggests that there seems to be no pattern in the contributions made by contributors in the open-source project. To verify this claim analysis described in the section below was performed. For contributors to an open-source project, an analysis was made to identify if there is a pattern that can be identified based on the contributions made.

5.2 Analysis

To analyse if there is any pattern in the contributions made by the contributors in the open-source project it was required to visualize if there is any specific part of the project that an individual contributor is more focused on. To perform the said analysis committed from individual projects were grouped by the contributors and the code was parsed to visualize which modules contributor has contributed code to.

5.2.1 Module Based Contribution

The analysis was performed on following repositories Django, ReactJs, Deno, Spring Boot and Systemd. Given the scope of the research, only the contributions of top contributors
were taken into consideration for performing analysis. Contributors were ranked based on decreasing order of their effort score in each repository (2.2.1). Then top 10 contributors were selected on whom more detail analysis was performed.

A combination of automation and manual process was used to analyze which modules a contributor has contributed to. To calculate which module a contributor has contributed to, a list of code changes done by the contributor was captured based on the commits done by the contributor in the repository. Then from each code change done by the contributor a list of the module changed was extracted. The list of module changed was generated using the current file path that the code has been written to as well as the module that the current code depends upon.

Then from the list of module path, there were generated each path was manually tagged to a module in the code base specific to the repository. For each change made by the contribute in an individual module a single point was assigned to the contributor for the module. This led to each contributor having a score for each module that they contributed to. This score was represented a pie chart showing the percentage of code contributed to a particular module with respect to the overall contribution made by the contributor. Result of this analysis can be seen in Figure (5.1). More detail explanation about what data was collected and what technique was used to collect the data can be found in the Implementation Chapter (7).

5.3 Result

Result of the analysis is shown in Figure (5.1). Figure (5.1) shows the efforts for two contributors A and B in an open-source project named Django. Where A and B are among the top contributors in the project. For each contributor, the effort score was calculated for each module that they contributed to. And then the percentage contribution for each module was calculated based on the total effort for each contributor. The result is shown in the form of a pie chart.

We can see in Figure (5.1), that there seems to be a difference in the way contributors contribute to any project. Contributor A seems to be showing more efforts in contributing to the database module whereas contributor B seems to be showing more efforts in contributing to the Http module. A similar pattern was seen in the contributions made for multiple projects by multiple contributors to the project. The same analysis was performed on other open-source projects like ReactJs, Systemd, Deno and Spring Boot. Analysis of these projects also relieved the same result. This led the author of this dissertation to believe that the given an open-source project all contributors contribute to a specific module of their choice based on liking or motivation of the individual contributor.
Figure 5.1: Contribution by Developers in Django Project
The literature reviewed in the earlier section suggests that open-source project follow more kind of bazaar model where there is no common pattern between the way the contributors contributed to the project. But the initial analysis done on a few open-source projects suggests that there seems to a pattern in the contributions done by the contributor. Top contributors tend to be more focused on contributing to a specific module as opposed to the standard believe that there exists no pattern in the contribution done in the open-source project. Thus the learning from this analysis is that, “Top Contributors in Open Source Project focus on a particular module of their interest than the overall project”.

*Top Contributors in Open Source Project focus on a particular module of their interest than the overall project.*
6 OSS Issues Analysis

Survivability of an open-source project depends upon active contributions form newcomers in the project. But research has shown that there is a shortage of newcomers joining the open-source project. This chapter starts with a literature review discussing the problem of shortage of newcomers in open-source project. Then an analysis on issues of various open-source projects is done and the result of the analysis is presented.

6.1 State of the Art

Open-source software development processes is where contributors across the globe contribute towards a single project. One of the major defining factors of open-source development is that there is no single body who is controlling the entire project and the combined effort of individual contributors is what keeps the project alive. Israr Qureshi and Yulin Fang (27) in their research studied the contribution in 40 OSS projects. Based on there study the authors have suggested that accepting innovative ideas from newcomers to the project is the reason that some of the open-source projects have been able to dominate the software industry.

Research has even shown that one of the major reason for the failure of some of the open-source project is the shortage of newcomers. In there literature Crowston and Annabi (6) have suggested that one of the major reason why some of the open-source projects have failed to delivered is due to a shortage of new contributors. The authors have also suggested that one of the main reason why some of the open-source projects have succeeded is the availability of a pool of new contributors. Their research suggests that the reason why this happens has is that having a stronger community in the project attract more contributors to the project and thus making the community more attractive.

Previous research has shown that a constant influx of newcomers is crucial for the survivability of any open-source project. But other researchers have also shown that most of the open-source project faces a shortage of newcomers. Steinmacher and Wiese (9) in there research have gathered data related to multiple open-source projects from multiple sources like from the publically available codebase, version control system used by the project and
issue trackers like Jira. In their research authors have suggested that most of the open-source project face a shortage of new contributors willing to contribute in the project and most of the newcomers in the project abandon the project a very early stage. Authors have suggested that there can be multiple reasons why newcomers abandon the project. Few of the reason the author suggests are delay in timely reply to the question asked by newcomers, getting an unpolite answer for the questions asked by newcomers and many more.

Research has also been done to understand why newcomers abandon the project and what kind of barriers are faced by newcomer when joining an open-source project. Another literature review by Scacchi (41) suggests that one of the most prominent reasons that newcomers leave an open-source project is because they are expected to understand the project on their own. The research focuses on how requirement engineering is done in open-source projects and how does that knowledge is transferred to a newcomer who is willing to contribute to the project. The author suggests that due to lack of a clear knowledge sharing process or path, newcomer generally have to understand the project requirements on their own. And if the project is of huge size there is a higher chance that newcomers would find it difficult to understand the project without any mentorship.

Similar research was done by Steinmacher (7). In his research, the author has tried to identify the barrier faced by newcomer while contributing to open-source projects. The author has collected data from publicly available code base as well as from interviews with contributors. In his research author has categorised the barriers into three main categories, motivation to contribute, attractiveness to the project and the ease of joining process.

Research is available which suggests that a constant inflow of newcomers to an open-source project is crucial for the survivability of the project. But there seems to have a decrease in the rate of newcomers joining the open-source community due to the multiple barriers they face. To understand the type of barriers that newcomers face for a project an initial analysis is done on the type of issues that are submitted to the project. Detail about the analysis process and the result of the analysis is presented below.

6.2 Analysis

To analysis what is the most common barrier faced by a newcomer joining an open-source project analysis of issues submitted in the open-source project was done. Open-source projects usually provide a way to submit a bug, feature request and any question regarding the project via a publicly accessible issue tracking system. For this analysis data from issues from the GitHub issue tracking system was used. Given the limited scope of this research, the analysis was done only on Django, ReactJs, Deno, Systemd and Spring boot open-source project. More information about what data was collected and the process to do so can be
found in the Implementation chapter (7).

To understand what is the most common type of issues faced by open-source projects data from issues submitted to the open-source project was gathered and analysis was made. For analysis data were obtained from the issues submitted using the GitHub issue tracking system. Github issue tracking system was chosen as the main source of analysis because it is the first point of contact a newcomer would ask a question or submit an issue related to the project.

### 6.2.1 Issue Categorization

Each GitHub issue has multiple data points that can be used while analyzing the type of issue. One of the most useful data points to analyze the type of issue is the tag that the contributors have assigned to a particular issue. Each issue can have multiple tags assigned to it ranging from a bug, feature request, maintenance, documentation, question etc. Having the issues precategorized by the contributor’s help in a faster and better categorization of the issues.

To analyze the uncategorised issues or to further analyze the ambiguous issues submitted by the contributor a combination of a manual and automated process was used. For each uncategorised or ambiguous issue, the title and message body were extracted from the issue and initial analysis was made manually to find out the most common type of issues that are present in the data. Then based on the initial analysis of the data a list of commonly used words were taken out. For example, issues having words like “setup”, “not working”, “installation” and “running” in the issue title or body have a high chance that the issue is where the contributor is having difficulties in setting up his workstation for the development of the project. Then from the uncategorized issues, all the issues having the same set of words were filtered out and assigned to a particular group, in this case, “Workstation Setup”. Then a manual inspection was done to check if there are some issues that should not be belonging to the said group. This process was repeated on the remaining uncategorized issues several times until a proper set of groups were found.

Using the above approach issues from multiple projects were categorized into groups and a relative percentage was calculated for the number of issues belonging to each group. More information on the actual process and the detail on what data was used and how can found in the Implementation chapter (7).

### 6.3 Result

Result of the above analysis can be seen in the table (6.1). Table (6.1), shows the percentage of issues belonging to a particular category in different open-source projects. As
Table 6.1: OSS Issues Categorization

<table>
<thead>
<tr>
<th>Issue Type</th>
<th>Django</th>
<th>ReactJs</th>
<th>Deno</th>
<th>SystemD</th>
<th>Spring Boot</th>
</tr>
</thead>
<tbody>
<tr>
<td>Bug</td>
<td>68.23%</td>
<td>73.28%</td>
<td>66.94%</td>
<td>74.12%</td>
<td>73.66%</td>
</tr>
<tr>
<td>Feature Request</td>
<td>22.17%</td>
<td>11.84%</td>
<td>27.32%</td>
<td>20.27%</td>
<td>17.85%</td>
</tr>
<tr>
<td>Workstation Setup</td>
<td>5.31%</td>
<td>6.13%</td>
<td>2.78%</td>
<td>1.38%</td>
<td>3.47%</td>
</tr>
<tr>
<td>Help / Documentation</td>
<td>2.67%</td>
<td>5.21%</td>
<td>0.77%</td>
<td>2.91%</td>
<td>1.9%</td>
</tr>
<tr>
<td>Others</td>
<td>1.62%</td>
<td>3.58%</td>
<td>2.19%</td>
<td>1.32%</td>
<td>3.12%</td>
</tr>
</tbody>
</table>

seen from the table, issues of type bugs and feature request are the most common type of issues submitted to the project. And it is expected behaviour because open-source project work in the same fashion people globally submits bugs and feature request related to the project. And then an individual contributor submits the code changes that are related to the issue.

Table (6.1), also shows that the next common type of issues expect bugs and feature in the open-source project are issues related to setting up the workstation for development of the project. Analysis has shown that most of the issues that an open-source project receive excluding the issues reporting a bug or demanding a feature are related to problems facing while setting up their workstation for development purpose. Such issues are mostly answered by other contributors but due to the open-source nature of the project there can be a delay in the response time for the issue and the author believes that this may lead to newcomers losing motivation. Thus learning from this analysis is that, “The top most issue faced by the contributor in open source projects is setting up workstation”.

*The top most issue faced by the contributor in open source projects is setting up workstation.*
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7 Implementation

This chapter gives a detailed overview of the process that was used to collect and analyse the data of open-source projects. This chapter starts with a detail discussion on the challenges that were faced when gathering the data and discussion on techniques used to overcome those challenges. The chapter concludes with a detail explanation of the system developed to gather and analyze the data and a detail explanation of each of the components in the system.

7.1 Challenges

This research required analysis to be done for multiple open-source projects. GitHub was used as the main source for gathering data about the project. When gathering data from GitHub two main challenges were faced. The first challenge was dealing with the rate limit on the GitHub API, which prevented from querying a large amount of data at a single instance. And the second challenge was dealing with ambiguity in the data provided by GitHub API. Next section provides more detail explanation on the challenges and provides a solution that was developed to mitigate the same.

7.1.1 GitHub API rate limit

GitHub platform was used as the data source to gather information about the open-source project. GitHub provides API using which data related to open-source projects can be requested but GitHub has an API rate limit of 5000 requests per minute. Having such a small rate limit on the API prevents doing analysis one a large dataset. Given the high frequency of commits done in open-source projects (42), the rate limit of 5000 requests per minutes seems too small to perform any kind of analysis on the data.

To solve this problem a system was designed with a pipeline to process data and save the data in an offline database. More information about the data processing pipeline is given in the Data Analysis Pipeline (7.2) section. The data pipeline was designed in such a way that it would start collecting data by requesting the GitHub API and if the rate limit of the API is crossed it will suspend the execution for one hour and then try calling the GitHub API again.
after one hour. And all the data collected in the process was stored in an offline database making it available for future analysis.

### 7.1.2 Data Ambiguity

Research by Kalliamvakou (13) has also shown that there is a chance that there would be a difference between the actual data and the data that is mined from GitHub. There is a lot of data ambiguity in data collected from the GitHub API. One example of such data ambiguity is when the same user uses two different accounts and email id to commit in the repository thus increasing the count of unique users contributing to the repository.

Another data ambiguity is where a commit is created in the repository whenever a pull request is merged in the project. GitHub also assigns the author of the commit to the user who is merging the pull request and not the user who has submitted to code.

To solve this data ambiguity problem a combination of a manual and automated process was used. Each type of data ambiguity was treated differently based on the type of data that it represented. More information on each type of data of ambiguity can be found on the section Data Processors (7.4).

### 7.2 Data Analysis Pipeline

![Figure 7.1: Data Analysis Pipeline](image)

Figure (7.1) show the data pipeline that was created to analyze the data for open-source projects.
projects using the GitHub API. The main objective of designing a data pipeline was to capture data from the GitHub API and store it offline for future data analysis. The second objective that the data pipeline satisfied was to allow adding pluggable modules for processing data based on the type of individual dataset.

As seen in Figure (7.1), GitHub API was the main data source that was used for analysing data. As discussed in the previous section GitHub API has an hourly limit of 5000 requests (12). To overcome this limit a “Data Gatherer” module was designed. Data gatherer module is responsible to continuously request data using the GitHub API. If the API returns a valid dataset then the data was added a data processing queue. Else if the GitHub API returns an error indicating that rate limit has reached then the data gatherer module will suspend itself for an hour and then retry the same request after one hour. All the message send in the data queue are consumed by different data processor modules based on the type of data currently processing. Each processor will then do a data cleaning and data transformation task-specific to the type of data in the queue. All the process data is then stored in a PostgreSQL (4) database. Data from the PostgreSQL database then used to analyze the data and visualize result from the analysis. Detail discussion on each of the modules and how it operates is discussed in more detail in the below sections.

7.3 Data Gatherer

Data gatherer module is the first module in the pipeline and it is responsible for requesting data from the GitHub API. This module takes care of the hourly 5000 limits on the GitHub API. Data gatherer module also maintains a local state saving the last successful data was that requested from the GitHub API.

Data gathering module always run in the background. It takes a list of GitHub repositories as an input. Given the list of repositories, the module tries to request data about the repository using the GitHub API. Data that is requested using the API is the commits data, pull request data, issues data and data related to the contributors of the repository. Then the data is added to the data processing queue which is then consumed by other data processors.

If during the process of requesting data from the GitHub API if the API returns a 403 HTTP status code the module would know it the rate limit for the hours has reached. In such a case, the module suspends its execution for an hour and then retries after an hour and keep pulling data until the rate limit reaches again. This helps to overcome the GitHub rate limit and provides a way to perform analysis on a wider dataset.
7.4 Data Processors

Data gatherer module after getting data from the GitHub API pushes the data in the data processing queue. Then the data from the queue is consumed by different types of data processor based on the data that is currently in the queue. Each data processor then does data cleansing on the data, perform aggregation operation is required and the stored the final aggregated data in the PostgreSQL database. This section describes each individual data processor in detail and explains what type of data each processor consumes and what data cleaning operation is performed on each of the datasets.

7.4.1 Commits Data Processor

Commit data processor works on any commit related data pushed in the data processing queue. It does different types of preprocessing with the data like filtering the commits, associating a type for the commit, calculating the effort score for the commit and finding out which module the commit was related to. The detail on each of these tasks is given in the section below.

Type of Commits

Commit data was used to analyse what kind of work has a contributor done in the open-source project. To do that commits were categorized into four main types as follows.

- **Addition**: Commits that add new code to the codebase.
- **Maintenance**: Commits that modify existing code in the codebase.
- **Deletion**: Commits that remove existing code.
- **Comments**: Commit that adds comments or documentation to the codebase.

Before categorizing commits the commit processor module filters out the commits which are related to any code change and commits that are generated due to admin related actives. Whenever a pull request is merged in the codebase a commit is generated with empty content and the author of the commit is set to the contributor who is merging the pull request. Counting such commit could not be considered as a contribution to the codebase of the project and it would lead to counting the work done twice once in commit and one while counting the pull requests. Hence the first task done by the commit processor is to filter out commits which have zero content in it.

Another task that is carried out by the commit processor is to categorize commits into addition, maintenance, deletion or comments commit. Categorizing comments into
comments commit is easy, it involves checking if the file modified in the commit is a documentation file or the code added in the commit is a comment in the code then the commit type is comments commit. The file extension was used to identify if the changed/added file is a documentation file and regular expression matching was used to identify if newly added code is a comment. To identify if a commit is of type addition, maintenance or deletion, python library GitPython (43) was used. GitPython library uses `git diff` command to find which code was changed in the commit and parses the output to return a list of changes that were done. Then for each modification analysis was made if the modification added a new line, deletes an existing line or replaces an existing line of code. Commit was assigned the type based on the maximum from the types of modifications. Thus categorizing commit into addition, modification or deletion. All the commit information with the type of commit and the code different was saved in the PostgreSQL database for further analysis.

**Effort Estimation**

Commit processor is also responsible for assigning an effort score to every commit in the repository. The effort score was used to calculate the distribution of contribution done by contributors in an open-source project (2). Algorithm (1) was used to calculate the effort score for each commit done in the repository. More points were given for any commit type that is of modification, deletion and comments type. The idea behind doing this was that someone who is modifying an existing codebase would require more efforts in terms of first understanding the codebase and then modifying it. While adding a new independent feature to the codebase would not require a relatively low understanding of how the project works. Commit with its effort score was save in the PostgreSQL database for further analysis.

**Module Contribution**

Commit data was also used to analyze which module the contributor has contributed to (5). This data was used to understand the distribution of efforts by contributors. A combination of a manual and automated process was used to calculate which modules a contributor has contributed to. First, the difference between the code that the commit changed was calculated using GitPython. Then the list of filenames that were modified in the commit was generated and associated with the author of the commit. For the files that were modified in the commit and list of other modules that the current module depends upon was generated using a combination of regex match and by parsing the code using the abstract syntax tree. All the file path for the modules that the current modified code depends upon as also associated with contributions made by the commit author. Then after doing this for the entire repository and unique list of file path was generated and each file path was associated with a module manually. Thus associating contribution to a module for each contributor.
based on his commits in the codebase. All the final processed result was stored in the PostgreSQL database for further analysis.

7.4.2 Issue Data Processor

The second type of data processor is the issue data processor. The main task issue data processor is to categories the issue type based on the content of the issue and to capture the metadata of the issue. Data from this analysis were used in identifying the most common type of problem faced by open-source projects in the chapter 6.

Issue Type

One of the analyses on the issues of open-source projects was to categories the issues based on the type of content they were describing. GitHub issue system has a way to add tags to each issue submitted to the project. For most of the open-source project issues that described a bug or issues there were described as a feature request were tagged accordingly. Hence categorizing issues that were of type bugs and feature requested was simply done by using the already associated tags.

But for other non-tagged issues, a combination of a manual and automated process was used to group the issues in one category. For each non-tagged issues, a manual an initial manual analysis was done to see if there is a common pattern in the issue by analysing its title and message content. For example, a manual analysis of issue showed that issues having words like "setup", "workstation", "complie" etc are issues which are most likely related to issues having to deal with difficulty in setting up the workstation for development of the project. Then an automated script was executed which filtered out issues containing the same set of words in the title and message of other issues and grouped them into one category. After that, a manual evaluation was again done to verify that issues are grouped properly into a single category and there is no issue in the category which was not supposed to be there. This process was repeated again multiple times until there were very fewer issues left which were not categorized or there seemed to be no common pattern in the issues. All the aggregated data was stored in the PostgreSQL database for future analysis.

Issue Metadata

Multiple metadata was collected for each issue by the issue processor. Example of some of the data that was collected was issue title, message, information of author submitting the issue, time the issue was submitted and closed, the current status of the issue etc. Information of the contributor who is commenting on the issue or closing the issue was also captured which helped in the analysis which contributors are more focused on adding code to the codebase of the project and which contributors are more focused on doing the admin
related tasks (4).

7.4.3 Pull Requests Data Processor

Pull request data processor was responsible for processing data related to the pull requests submitted for the project. Various type of analysis was done on the like categorizing the pull request based on the type of changes it is introducing in the codebase also capturing the efforts done by the contributor who is submitting the pull request and contributor who is closing the pull request.

Pull Request Type

Pull request data that was extracted using the GitHub API consisted of a lot of noise in there. There were pull requests that were never merged in the codebase or pull requests that were closed without accepting in the project. Such pull requests were filtered out before doing analysis. Only the pull requests that added or modified the code or the documentation of the project were considered for the analysis.

Pull requests were also categorized as addition, modification, deletion or comments type based on the type of changes they introduced in the codebase. To categorize the pull request in each of the types the commits associated with the pull request were analysed. As described in the section (), each commit associated with the pull request was analysed and categorized into one of the other types. Then each pull request was associated with a particular type based on the count per type of commits associated with the pull request.

Pull Request Metadata

Multiple different types of metadata were extracted for a pull request belonging to the project. Some example of metadata that was extracted was the title, message content, commits associated with the pull requests, type of pull request, the time pull request was open and closed etc. One data cleaning that was done was changing the author associated with the pull request. Whenever a pull request is merged on GitHub a new commit is generated in the project and the author of the commit is associated with the contributor who merged the pull request and not the author who submitted the new code that was merged in the codebase. To mitigate this while processing the pull request data the author for the pull request and the commit added by the pull request was changed to the author who originally submitted the pull request. All this analysis was done and saved in the PostgreSQL database for further analysis.
7.4.4 User Data Processor

Contributors data was also collected for different open-source projects to study how different contributor contribute differently to the project. Detail on the data that was collected for the contributor is given in the section below.

User Data Cleaning

User data processor was mainly responsible for processing data related to individual contributors of the project. One of the most important task performed by the user data processor was to maintain the anominity of the contributors by removed any personal information like email or username from the system. The user data processor added a random unique ID to each contributor in the system and the converts the username and email a hash value which is later used for solving data ambiguity in the data.

User data processor also solved the ambiguity in the data where the same user uses two different account with two different email to contribute to the same repository. This usually happens when the contributor was using his personal email address to contribute to the project but later he used his companies email address to contribute to the same project. To solve this data ambiguity a combination of manual and automated process was used. Add the user with similar name or similar email id were filtered automatically via script and then manual evaluation was done if any two users are the same user with different accounts. Based on the result of manual evaluation the account of multiple users was merged into a single account giving an accurate analysis of the data. All the result of the analysis was saved in the PostgreSQL database for further analysis.

7.5 Data Visualization

The above described analysis was ran on five main projects namely Django, Deno, ReactJs, Spring Boot and Systemd. The reason for choosing these projects was to choose projects developed in different programming languages and with a different domain of operation. Django is developed in Python, Spring Boot is developed in Java, Deno and ReactJs are developed in Typescript and Systemd is developed using the C programming language. Also, the domain of each project is different. Django and Spring Boot are used for developing backend applications. Wheres Deno and ReactJs are mostly used to develop frontend applications. And SystemD is a Linux utility. Choosing these projects provided diversity in the dataset.

For visualization the result of the analysis two main tools where used. A web based dashboard was created using the Django project and plotly (44) chart API. The web dashboard would generate data by using SQL to extract data from PostgreSQL database.
and then performed some automated analysis on it if required. Then this aggregated data was passed to the plotly library and different visualizations were created based on the type of data. Secondly standalone python script were also written to create a visualization for the result from the data. These scripts similar to the web dashboard used SQL to query from the PostgreSQL and they perform aggregation operation on the database and the generated plots using the plotly graphics library.
8 Result

This chapter summarizes the learning from all the previous chapters and then tries to suggest a set of guidelines that open-source software can follow to attract more newcomers to the project and thus to increase the chance of survivability of the project. This chapter also suggests a set of guidelines that a newcomer can follow to be a top contributor in an open-source project.

8.1 Summary

Previous chapters have provided literature review and analysis on open-source projects as with respect to teamwork, retention, organization hierarchy, ownership and the most common issue based by newcomers. Based on the result obtained from the analysis following are the set of key learning’s.

- Open Source Projects are not operated by a huge team of software developers. It is operated by a small group of individuals.

- Top contributors in open source project change over time.

- The top contributor doesn’t stick to one project. Their interest changes over time.

- There are two types of contributor in Open source projects. First, one being Contributors and the second one been the Admins.
  - Contributors are the one who does the major work for the project. Like adding new features, fixing bugs etc. They are the one who writes the majority of code.
  - Admins are the contributor who mainly concentrates on helping the community by replying to questions, closing pull requests.

- Top Contributors in Open Source Project focus on a particular module of their interest than the overall project.

- The topmost issue faced by the contributor in open source projects is setting up a workstation.
These learning were based on primary analysis done over few open-source project. Based on these learning a set of guidelines can be suggested to the open-source project as well as newcomers so to operate efficiently in the open-source community.

### 8.2 Guideline for OSS

Based on the learning stated above this research tries to suggest a set of guidelines principles that can be followed by an open-source project as well as newcomers joining an open-source project.

#### 8.2.1 Guideline for Newcomers

As stated in the chapter Organizational Hierarchy (4), there are two types of contributors to open-source projects. First been the code contributors who put most of there efforts in adding and modifying code base of the project. And the second type of contributors is the admins who are mostly concerned about doing admin related tasks such as closing issues and pull request. Thus a different set of guidelines are suggested based on the type of contributor a newcomer aspires to be.

**Guideline for Code Contributor**

Here are a set of guidelines that a newcomer should follow to become a top contributor who is more focus on contributing to the code base of the project.

- Choose a project to contribute that motivates you and that help you learn new things.
- Don’t stick to a project for too long.
- Focus on a single module of the project that you find interesting and worth learning.

**Figure 8.1: Guidelines for newcomers in Open Source Project**
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**Guideline for Code Contributor**

Here are a set of guidelines that a newcomer should follow to become a top contributor who is more focus on contributing to the code base of the project.

- Choose a project to contribute that motivates you and that help you learn new things.
- Don’t stick to a project for too long.
- Focus on a single module of the project that you find interesting and worth learning.
Guideline for Project Admin

Following are a set of guidelines that a newcomer should follow if he or she intends to become a top contributor in a project by focusing more on the community then on the code base of the project.

- Start with contributing to the code base of the project and then focus on helping the community.
- Focus more on code review, solving issues and admin task like managing pull requests.
- Focus more on introducing new talent to the project.

8.2.2 Guideline for OSS projects

Result form the analysis can also be used to model a set of guidelines that can be followed by the open-source project to make the project more attractive and thus increase its chance of survivability.

- Focus more on attracting new talent then retaining old talent.
- Add documentation to the project especially targeted towards helping newcomers to get started.
- Make the process easier for newcomers to suggest/submit big and drastic changes. So as to attract new idea and keep the project innovating.
- Make it easy for newcomers to set up workstation by providing proper documents or by automating the process.
9 Conclusion

This chapter concludes the dissertation with an assessment of the research objectives described in the Introduction Chapter (1). Research limitation and future work are also discussed in this chapter.

9.1 Objective Assessment

9.1.1 OSS methodology

Research Objective: To understand the software development methodology for Open Source Software work with respect to newcomers and top contributors.

One of the main objectives of this dissertation was to understand the software development methodology that is followed in open-source projects. To understand how open-source software development operated analysis of open-source software was done concerning five different principles namely teamwork, retention of contributors, organizational hierarchy, ownership and common issues in the open-source project. Analysis of the project for these principles led to the revelation of interesting learnings which led to defining guideline for contributors in the open-source project.

9.1.2 Guideline for OSS

Research Objective: Recommend a list of guidelines for open-source projects and newcomers to open-source projects.

Another objective that this dissertation tried to satisfy was to define a set of guidelines for the open-source projects and newcomer joining an open-source project. Analysis that was done on the five principles led to a methodological understanding of how open-source projects operate. And this led to defining a set of learning's from the open-source project. These learning formed the basis of the guidelines which were defined in this dissertation. Two different types of guidelines were defined, one for open-source projects and other for new contributors in the open-source projects.
9.2 Research Limitation

This dissertation focuses on five principles like teamwork, retention of contributors, organizational hierarchy, ownership and common issues in the open-source projects. These principles were chosen based on the literature review done by the author of the dissertation. There are many more factors that can affect how the open-source project operates. Some of the factors that were not analysed in this dissertation are motivation, socialization in a project and many more. Considering all the factors in the limited scope of this dissertation was not possible hence effort was made to focus on five important factors related and the open-source project.

In this dissertation, the analysis was also done one a limited number of open-source projects. Given the limited scope and time, performing a similar analysis on multiple projects was not possible. But the initial analysis on a few open-source project indicated strongly that similar pattern should exist in other open-source projects as well.

9.3 Future Work

Following are a list of ideas and suggestion for future work related to this dissertation.

- Perform a similar analysis on a larger dataset and validate if the same principle discussed in the dissertation applies to a wider set of projects.

- Perform analysis to see how other factors like motivation, socialization and contributors skillset plays a role in the overall development of an open-source project.

- Do a more granular level analysis for kind of efforts done by different contributors in the project.

- A real-time system can be developed which would categorize contributors based on their activities and then provide guidance in real-time.
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