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Section B

Q B.1
// For the inputs ABC = 000, 001, 010, ... ,111
// which sequence matches output E
//
module Structural_3 (A, B, C, D, E);
output D, E;
input A, B, C;
wire w1;
    xnor G1 (w1, A, B);
    xor G2 (E, A, C);
    or G3 (D, w1, E);
endmodule

Q B.2
// For the inputs ABCD = 0000, 0001, 0010, ... ,1111
// which sequence matches output F1
//
module Structural_2 (input A, B, C, D, output F1, F2);
wire A_bar = !A;
wire B_bar = !B;
wire T1, T2, T3, T4;
    and (T1, B_bar, C);
    and (T2, A_bar, B);
    or (T3, A, T1);
    xor (T4, T2, D);
    or (F1, T3, T4);
    or (F2, T2, D);
endmodule

Q B.3
// For the inputs A B = 00 00, 00 01, 00 10, ... ,11 11
// which sequence matches output A_eq_B
//
module mag_compare ( input [1: 0] A, B, output A_lt_B, A_eq_B, A_gt_B);
    assign A_lt_B = (A < B);
    assign A_gt_B = (A > B);
    assign A_eq_B = (A == B);
endmodule
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Q B.4
// For the inputs ABCD = 0000, 0001, 0010, ... ,1111
// which sequence matches output F
//
module Dataflow_2 (input A, B, C, D, output F);
endmodule

( A) 1010011100010010 ( B) 1010010100011010
( C) 1010010100010010 ( D) 1010010100000010
( E) 1010010100010000 ( F) OTHER

Q B.5
// For the inputs A = 0000, 0001, 0010, ... ,1111
// which sequence matches output carry
//
module Incrementer (output [3: 0] sum, output carry, input [3: 0] A);
    assign {carry, sum} = A + 1;
endmodule

( A) 0000000000000001 ( B) 0000000000010001
( C) 0000000100000001 ( D) 0000000010000001
( E) 0000000000000011 ( F) OTHER

Q B.6
// For the inputs ABCD = 0000, 0001, 0010, ... ,1111
// which sequence matches output F1
//
module Behaviour_0 (input A, B, C, D, output reg F1, F2, V);
    always @ (A, B, C, D)
    begin
        casex ({A, B, C, D})
            4'b0000:{F1, F2, V} = 3'b000;
            4'b1000:{F1, F2, V} = 3'b001;
            4'bx100:{F1, F2, V} = 3'b011;
            4'bx110:{F1, F2, V} = 3'b101;
            4'bx111:{F1, F2, V} = 3'b111;
            default:{F1, F2, V} = 3'b000;
        endcase
    end
endmodule

( A) 0111011101110101 ( B) 0101011101110111
( C) 0111011101110111 ( D) 1111011101110111
( E) 0111011101110111 ( F) OTHER
Q B.7
// For the inputs sig_in = 0000, 0001, 0010, ... ,1111
// which sequence matches output sig_out[0]
//
module shift_right (output reg [3: 0] sig_out, input [3: 0] sig_in);
always @ (sig_in)
    sig_out = {sig_in[3], sig_in[3], sig_in[3: 2]};
endmodule

(A) 0000111100001111 (B) 0000111100001110
(C) 0000111100001101 (D) 0000111100101111
(E) 0000111010000111 (F) OTHER

Q B.8
// A = 8'b11111111; B = 8'b01010010; sel = 3'b101;
// which sequence matches output y
//
module ALU (output reg [7: 0] y, input [7: 0] A, B, input [2: 0] Sel);
always @ (A, B, Sel) begin
    y = 0;
    case (Sel)
        3'b000:y = 8'b0;
        3'b001:y = A & B;
        3'b010:y = A | B;
        3'b011:y = A ^ B;
        3'b100:y = A + B;
        3'b101:y = A - B;
        3'b110:y = ~A;
        3'b111:y = 8'hFF;
    endcase
end
endmodule

(A) 10101001 (B) 10101101
(C) 10101100 (D) 10111101
(E) 10100101 (F) OTHER
Q B.9
// For the inputs
initial begin clock = 0; forever #5 clock = ~clock; end
initial fork
#0 reset = 0;
#0 x_in = 0;
#2 reset = 1;
#10 x_in = 0;
#30 x_in = 0;
#40 x_in = 0;
#50 x_in = 0;
join
initial #55 $finish;
// which sequence matches output y_out[0]
// at each clock change
//
module Moore_Model (output [1: 0] y_out, input x_in, clock, reset);
reg [1: 0] state;
parameter S0 = 2'b00, S1 = 2'b01, S2 = 2'b10, S3 = 2'b11;
always @(posedge clock, negedge reset)
   if (reset == 0) state <= S0; // Initialize to state S0
   else case (state)
      S0: if (x_in) state <= S2; else state <= S0;
      S1: if (x_in) state <= S3; else state <= S2;
      S2: if (x_in) state <= S1; else state <= S0;
      S3: if (x_in) state <= S2; else state <= S0;
   endcase
assign y_out = state;
endmodule
(A) 000100000000 (B) 000000000000
(C) 000001000000 (D) 000000000001
(E) 000010000000 (F) OTHER
Q B.10
// For the inputs
initial begin clock = 0; forever #5 clock = ~clock; end
initial fork
#0 reset = 0;
#0 in_x = 1; in_y = 1;
#2 reset = 1;
#10 in_x = 1;
#10 in_y = 0;
#30 in_x = 0;
#30 in_y = 0;
#40 in_x = 1;
#40 in_y = 1;
#50 in_x = 1;
#50 in_y = 1;
join
initial #55 $finish;
// which sequence matches output z
// at each clock change
//
module FSM (output out_z, input in_x, in_y, clk, reset_b);
reg [1:0] state, next_state;
assign out_z = ((state == 2'b11) || (state == 2'b10));
always @ (posedge clk, negedge reset_b)
  if (reset_b == 1'b0) state <= 2'b00;
  else state <= next_state;
always @ (state, in_x, in_y)
case (state)
  2'b00: if ({in_x, in_y} == 2'b00) next_state = 2'b00;
         else if ({in_x, in_y} == 2'b01) next_state = 2'b11;
         else if ({in_x, in_y} == 2'b10) next_state = 2'b01;
         else next_state = 2'b10;
  2'b01: if ({in_x, in_y} == 2'b00) next_state = 2'b11;
         else if ({in_x, in_y} == 2'b01) next_state = 2'b00;
         else if ({in_x, in_y} == 2'b10) next_state = 2'b01;
         else next_state = 2'b10;
  2'b10: if ({in_x, in_y} == 2'b00) next_state = 2'b11;
         else if ({in_x, in_y} == 2'b01) next_state = 2'b10;
         else if ({in_x, in_y} == 2'b10) next_state = 2'b00;
         else next_state = 2'b10;
  2'b11: if ({in_x, in_y} == 2'b00) next_state = 2'b00;
         else if ({in_x, in_y} == 2'b01) next_state = 2'b10;
         else if ({in_x, in_y} == 2'b10) next_state = 2'b00;
         else next_state = 2'b01;
endcase
endmodule

(A) 011000011101 (B) 011000111001
(C) 011000010001 (D) 001000011001
(E) 011000011001 (F) OTHER
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